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# Relatório discente de acompanhamento

**1⁰ Procedimento - Criação das Entidades e Sistema de Persistência Objetivo da prática:**

Nesta etapa o objetivo foi criar um sistema de persistência, armazenar e recuperar, informações de entidades para um cadastro de pessoas físicas e jurídicas em Java, utilizando POO, herança, polimorfismo e manipulação de arquivos. O sistema permitirá operações de inserção, alteração, exclusão, recuperação e obtenção das entidades armazenadas, proporcionando uma maneira eficiente e segura de gerenciar e recuperar informações.

# Prática:

* Criação das Entidades: Pessoa, PessoaFisica, PessoaJuridica;
* Criação dos gerenciadores: PessoaFisicaRepo, PessoaJuridicaRepo;
* Adição dos métodos: inserir, alterar, excluir, obter e obterTodos, além de pesistir e recuperar aos gerenciadores para armazenagem dos dados no disco;
* Alterar a classe principal (main) para testar os repositórios.
* Executar e verificar as funcionalidades implementadas e os arquivos gerados.

# Códigos e resultados obtidos:
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* Códigos:

Criando o pacote model, e suas entidades:

Classe Pessoa:

package model;

/\*\*

\*

\* @author gilvan

\*/

import java.io.Serializable;

public class Pessoa implements Serializable {

private int id;

private String nome;

public Pessoa() {

}

public Pessoa(int id, String nome) {

this.id = id;

this.nome = nome;

}

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getNome() {

return nome;

}

public void setNome(String nome) {

this.nome = nome;

}

public void exibir() {

System.out.println("ID: " + id + ", Nome: " + nome);

}

}

Classe PessoaFisica:

package model;

/\*\*

\*

\* @author gilvan

\*/

import java.io.Serializable;

public class PessoaFisica extends Pessoa implements Serializable {

private String cpf;

private int idade;

public PessoaFisica() {

}

public PessoaFisica(int id, String nome, String cpf, int idade) {

super(id, nome);

this.cpf = cpf;

this.idade = idade;

}

public String getCpf() {

return cpf;

}

public void setCpf(String cpf) {

this.cpf = cpf;

}

public int getIdade() {

return idade;

}

public void setIdade(int idade) {

this.idade = idade;

}

@Override

public void exibir() {

System.out.println("ID: " + getId() + ", Nome: " + getNome() + ", CPF: " + cpf + ", Idade: " + idade);

}

}

Classe PessoaJuridica:

package model;

/\*\*

\*

\* @author gilvan

\*/

import java.io.Serializable;

public class PessoaJuridica extends Pessoa implements Serializable {

private String cnpj;

public PessoaJuridica() {

}

public PessoaJuridica(int id, String nome, String cnpj) {

super(id, nome);

this.cnpj = cnpj;

}

public String getCnpj() {

return cnpj;

}

public void setCnpj(String cnpj) {

this.cnpj = cnpj;

}

@Override

public void exibir() {

System.out.println("ID: " + getId() + ", Nome: " + getNome() + ", CNPJ: " + cnpj);

}

}

Agora criando os gerenciadores:

Classe PessoaFisicaRepo:

package model;

/\*\*

\*

\* @author gilvan

\*/

import java.io.\*;

import java.util.ArrayList;

public class PessoaFisicaRepo {

private ArrayList<PessoaFisica> pessoas = new ArrayList<>();

public void inserir(PessoaFisica pessoa) {

pessoas.add(pessoa);

}

public void alterar(PessoaFisica pessoa) {

for (int i = 0; i < pessoas.size(); i++) {

if (pessoas.get(i).getId() == pessoa.getId()) {

pessoas.set(i, pessoa);

break;

}

}

}

public void excluir(int id) {

for (int i = 0; i < pessoas.size(); i++) {

if (pessoas.get(i).getId() == id) {

pessoas.remove(i);

break;

}

}

}

public PessoaFisica obter(int id) {

for (PessoaFisica pessoa : pessoas) {

if (pessoa.getId() == id) {

return pessoa;

}

}

return null;

}

public ArrayList<PessoaFisica> obterTodos() {

return pessoas;

}

public void persistir(String nomeArquivo) throws IOException {

FileOutputStream fileOut = new FileOutputStream(nomeArquivo);

try (ObjectOutputStream objectOut = new ObjectOutputStream(fileOut)) {

objectOut.writeObject(pessoas);

}

}

public void recuperar(String nomeArquivo) throws IOException, ClassNotFoundException {

FileInputStream fileIn = new FileInputStream(nomeArquivo);

try (ObjectInputStream objectIn = new ObjectInputStream(fileIn)) {

pessoas = (ArrayList<PessoaFisica>) objectIn.readObject();

}

}

}

Classe PessoaJuridicaRepo:

package model;

/\*\*

\*

\* @author gilvan

\*/

import java.io.\*;

import java.util.ArrayList;

public class PessoaJuridicaRepo {

private ArrayList<PessoaJuridica> pessoas = new ArrayList<>();

public void inserir(PessoaJuridica pessoa) {

pessoas.add(pessoa);

}

public void alterar(PessoaJuridica pessoa) {

for (int i = 0; i < pessoas.size(); i++) {

if (pessoas.get(i).getId() == pessoa.getId()) {

pessoas.set(i, pessoa);

break;

}

}

}

public void excluir(int id) {

for (int i = 0; i < pessoas.size(); i++) {

if (pessoas.get(i).getId() == id) {

pessoas.remove(i);

break;

}

}

}

public PessoaJuridica obter(int id) {

for (PessoaJuridica pessoa : pessoas) {

if (pessoa.getId() == id) {

return pessoa;

}

}

return null;

}

public ArrayList<PessoaJuridica> obterTodos() {

return pessoas;

}

public void persistir(String nomeArquivo) throws IOException {

FileOutputStream fileOut = new FileOutputStream(nomeArquivo);

try (ObjectOutputStream objectOut = new ObjectOutputStream(fileOut)) {

objectOut.writeObject(pessoas);

}

}

public void recuperar(String nomeArquivo) throws IOException, ClassNotFoundException {

FileInputStream fileIn = new FileInputStream(nomeArquivo);

try (ObjectInputStream objectIn = new ObjectInputStream(fileIn)) {

pessoas = (ArrayList<PessoaJuridica>) objectIn.readObject();

}

}

}

Alterando o método main para testar os repositórios:

Classe Main\_01:

package model;

/\*\*

\*

\* @author gilvan

\*/

import java.io.\*;

public class Main\_01 {

public static void main(String[] args) {

try {

//Instanciando repo1

PessoaFisicaRepo repo1 = new PessoaFisicaRepo();

//Adicionando duas pessoas fisicas

PessoaFisica pessoaFisica1 = new PessoaFisica(1, "Ana", "111.111.111-11", 25);

PessoaFisica pessoaFisica2 = new PessoaFisica(2, "Carlos", "222.222.222-22", 52);

repo1.inserir(pessoaFisica1);

repo1.inserir(pessoaFisica2);

//Persistindo os dados em repo1

repo1.persistir("pessoasFisicas.dat");

System.out.println("Dados de Pessoas Fisica Armazenados.");

//Instanciando repo2

PessoaFisicaRepo repo2 = new PessoaFisicaRepo();

//Recuperando os dados em repo2

repo2.recuperar("pessoasFisicas.dat");

//Exibindo os dados recuperados das pessoas fisicas

System.out.println("Dados de Pessoas Fisica Recuperados.");

for (PessoaFisica pessoa : repo2.obterTodos()) {

pessoa.exibir();

}

//Instanciando repo3

PessoaJuridicaRepo repo3 = new PessoaJuridicaRepo();

//Adicionando duas pessoas jurídicas

PessoaJuridica pessoaJuridica1 = new PessoaJuridica(3, "XPTO Sales", "33.333.333/3333-33");

PessoaJuridica pessoaJuridica2 = new PessoaJuridica(4, "XPTO Solutions", "44.444.444/4444-44");

repo3.inserir(pessoaJuridica1);

repo3.inserir(pessoaJuridica2);

//Persistindo os dados em repo3

repo3.persistir("pessoasJuridicas.dat");

System.out.println("Dados de Pessoas Juridica Armazenados.");

//Instanciando repo4

PessoaJuridicaRepo repo4 = new PessoaJuridicaRepo();

//Recuperando os dados em repo4

repo4.recuperar("pessoasJuridicas.dat");

//Exibindo os dados recuperados das pessoas juridicas

System.out.println("Dados de Pessoas Juridica Recuperados.");

for (PessoaJuridica pessoa : repo4.obterTodos()) {

pessoa.exibir();

}

} catch (IOException | ClassNotFoundException e) {

}

}

}

**Conclusão:**

1. Quais as vantagens e desvantagens do uso de herança?
   * Vantagens:

Reutilização de código, para assim evitar redundâncias;

Polimorfismo, para melhor manipulação de objetos de diferentes tipos; Organização da estrutura de forma hierárquica.

* + Desvantagens:

Hierarquia complexa, dependendo da complexidade do código pode dificultar o entendimento;

Acoplamento entre as classes, tornando mais difícil modificar e até compreender;

Alterações na classe base podem afetar todas as classes derivadas, causando efeitos colaterais indesejados.

1. Por que a interface Serializable é necessária ao efetuar persistência em arquivos binários?

Para que permita que objetos Java sejam transformados em sequências de bytes, facilitando a sua gravação e leitura em arquivos binários de forma eficiente e consistente.

1. Como o paradigma funcional é utilizado pela API stream no Java?

Permite operações de processamento de dados de forma funcional, expressões lambda e pipelines de dados, ou seja, permite escrever códigos mais conciso, legível e eficiente para as operações solicitadas. Tornando assim o código mais declarativo, facilitando o desenvolvimento e manutenção do mesmo.

1. Quando trabalhamos com Java, qual padrão de desenvolvimento é adotado na persistência de dados em arquivos?

O padrão comum para persistência de dados é o de projeto DAO (Data Access Object), que separa a lógica de acesso a dados da lógica de negócios, proporcionando uma abstração limpa e modular para a manipulação dos dados armazenados.

# 2⁰ Procedimento - Criação do Cadastro em Modo Texto

**Objetivo da prática:**

Nesta etapa o objetivo é criar um sistema simples de cadastro em texto, onde o usuário pode realizar operações como adicionar, alterar, excluir e visualizar dados de entidades (pessoas físicas ou jurídicas). Essas operações serão feitas através de um menu de opções, onde o usuário digitará números para escolher o que deseja fazer. Além disso, o sistema permite salvar e recuperar os dados em arquivos.

# Prática:

* + Alterar a classe principal (main) para implementação do cadastro em modo texto;
  + Criar e apresentar um meu com opções do programa para o usuário: 1 - Incluir, 2

- Alterar, 3 - Excluir, 4 - Exibir pelo Id, 5 - Exibir Todos, 6 - Salvar Dados, 7 - Recuperar Dados e 0 - Finalizar a Execução;

* + Criar estrutura (código) para as opções do menu;
  + Executar e verificar as funcionalidades implementadas e os arquivos gerados.

# Códigos e resultados obtidos:

* + Resultado inicial (exemplo):

![](data:image/png;base64,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)

* + Códigos:

Alterar o método main para implementação do cadastro em modo texto:

Classe Main\_02:

package model;

/\*\*

\*

\* @author gilvan

\*/

import java.io.\*;

import java.util.Scanner;

public class Main\_02 {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

PessoaFisicaRepo repoPessoaFisica = new PessoaFisicaRepo();

PessoaJuridicaRepo repoPessoaJuridica = new PessoaJuridicaRepo();

boolean continuar = true;

while (continuar) {

System.out.println("==========================");

System.out.println("1 - Incluir Pessoa");

System.out.println("2 - Alterar Pessoa");

System.out.println("3 - Excluir Pessoa");

System.out.println("4 - Buscar pelo Id");

System.out.println("5 - Exibir Todos");

System.out.println("6 - Persistir dados");

System.out.println("7 - Recuperar dados");

System.out.println("0 - Finalizar Programa");

System.out.println("==========================");

int opcao = scanner.nextInt();

switch (opcao) {

case 1 -> incluir(scanner, repoPessoaFisica, repoPessoaJuridica);

case 2 -> alterar(scanner, repoPessoaFisica, repoPessoaJuridica);

case 3 -> excluir(scanner, repoPessoaFisica, repoPessoaJuridica);

case 4 -> exibirPorId(scanner, repoPessoaFisica, repoPessoaJuridica);

case 5 -> exibirTodos(scanner, repoPessoaFisica, repoPessoaJuridica);

case 6 -> salvarDados(scanner, repoPessoaFisica, repoPessoaJuridica);

case 7 -> recuperarDados(scanner, repoPessoaFisica, repoPessoaJuridica);

case 0 -> continuar = false;

default -> System.out.println("Opcao invalida. Tente novamente.");

}

}

}

private static void incluir(Scanner scanner, PessoaFisicaRepo repoPessoaFisica, PessoaJuridicaRepo repoPessoaJuridica) {

System.out.println("F - Pessoa Fisica | J - Pessoa Juridica");

String tipo = scanner.next();

System.out.println("Digite o ID da pessoa:");

int id = scanner.nextInt();

System.out.println("Insira os Dados...");

if (tipo.equalsIgnoreCase("F")) {

System.out.println("Nome:");

String nome = scanner.next();

System.out.println("CPF:");

String cpf = scanner.next();

System.out.println("Idade:");

int idade = scanner.nextInt();

PessoaFisica pessoaFisica = new PessoaFisica(id, nome, cpf, idade);

repoPessoaFisica.inserir(pessoaFisica);

pessoaFisica.exibir();

} else if (tipo.equalsIgnoreCase("J")) {

System.out.println("Nome:");

String nome = scanner.next();

System.out.println("CNPJ:");

String cnpj = scanner.next();

PessoaJuridica pessoaJuridica = new PessoaJuridica(id, nome, cnpj);

repoPessoaJuridica.inserir(pessoaJuridica);

pessoaJuridica.exibir();

} else {

System.out.println("Opcao invalida.");

}

}

private static void alterar(Scanner scanner, PessoaFisicaRepo repoPessoaFisica, PessoaJuridicaRepo repoPessoaJuridica) {

System.out.println("F - Pessoa Fisica | J - Pessoa Juridica");

String tipo = scanner.next();

System.out.println("Digite o ID da pessoa:");

int id = scanner.nextInt();

switch (tipo.toUpperCase()) {

case "F" -> {

PessoaFisica pessoaFisica = repoPessoaFisica.obter(id);

if (pessoaFisica != null) {

System.out.println("Dados atuais:");

pessoaFisica.exibir();

scanner.nextLine();

System.out.println("Digite o novo nome:");

String nome = scanner.nextLine();

System.out.println("Digite o novo CPF:");

String cpf = scanner.nextLine();

System.out.println("Digite a nova idade:");

int idade = scanner.nextInt();

pessoaFisica.setNome(nome);

pessoaFisica.setCpf(cpf);

pessoaFisica.setIdade(idade);

repoPessoaFisica.alterar(pessoaFisica);

pessoaFisica.exibir();

} else {

System.out.println("Pessoa fisica nao encontrada.");

}

}

case "J" -> {

PessoaJuridica pessoaJuridica = repoPessoaJuridica.obter(id);

if (pessoaJuridica != null) {

System.out.println("Dados atuais:");

pessoaJuridica.exibir();

scanner.nextLine();

System.out.println("Digite o novo nome:");

String nome = scanner.nextLine();

System.out.println("Digite o novo CNPJ:");

String cnpj = scanner.nextLine();

pessoaJuridica.setNome(nome);

pessoaJuridica.setCnpj(cnpj);

repoPessoaJuridica.alterar(pessoaJuridica);

pessoaJuridica.exibir();

} else {

System.out.println("Pessoa juridica nao encontrada.");

}

}

default -> System.out.println("Opcao invalida.");

}

}

private static void excluir(Scanner scanner, PessoaFisicaRepo repoPessoaFisica, PessoaJuridicaRepo repoPessoaJuridica) {

System.out.println("F - Pessoa Fisica | J - Pessoa Juridica");

String tipo = scanner.next();

System.out.println("Digite o ID da pessoa:");

int id = scanner.nextInt();

switch (tipo.toUpperCase()) {

case "F" -> repoPessoaFisica.excluir(id);

case "J" -> repoPessoaJuridica.excluir(id);

default -> System.out.println("Opcao invalida.");

}

}

private static void exibirPorId(Scanner scanner, PessoaFisicaRepo repoPessoaFisica, PessoaJuridicaRepo repoPessoaJuridica) {

System.out.println("F - Pessoa Fisica | J - Pessoa Juridica");

String tipo = scanner.next();

System.out.println("Digite o ID da pessoa:");

int id = scanner.nextInt();

switch (tipo.toUpperCase()) {

case "F" -> {

PessoaFisica pessoaFisica = repoPessoaFisica.obter(id);

if (pessoaFisica != null) {

pessoaFisica.exibir();

} else {

System.out.println("Pessoa fisica nao encontrada.");

}

}

case "J" -> {

PessoaJuridica pessoaJuridica = repoPessoaJuridica.obter(id);

if (pessoaJuridica != null) {

pessoaJuridica.exibir();

} else {

System.out.println("Pessoa juridica nao encontrada.");

}

}

default -> System.out.println("Opcao invalida.");

}

}

private static void exibirTodos(Scanner scanner, PessoaFisicaRepo repoPessoaFisica, PessoaJuridicaRepo repoPessoaJuridica) {

System.out.println("F - Pessoa Fisica | J - Pessoa Juridica");

String tipo = scanner.next();

switch (tipo.toUpperCase()) {

case "F" -> {

System.out.println("Pessoas Fisicas:");

for (PessoaFisica pessoa : repoPessoaFisica.obterTodos()) {

pessoa.exibir();

}

}

case "J" -> {

System.out.println("Pessoas Juridicas:");

for (PessoaJuridica pessoa : repoPessoaJuridica.obterTodos()) {

pessoa.exibir();

}

}

default -> System.out.println("Opcao invalida.");

}

}

private static void salvarDados(Scanner scanner, PessoaFisicaRepo repoPessoaFisica, PessoaJuridicaRepo repoPessoaJuridica) {

try {

System.out.println("F - Pessoa Fisica | J - Pessoa Juridica");

String prefixo = scanner.next();

repoPessoaFisica.persistir(prefixo + ".fisica.bin");

repoPessoaJuridica.persistir(prefixo + ".juridica.bin");

System.out.println("Dados salvos com sucesso.");

} catch (IOException e) {

System.out.println("Erro ao salvar os dados: " + e.getMessage());

}

}

private static void recuperarDados(Scanner scanner, PessoaFisicaRepo repoPessoaFisica, PessoaJuridicaRepo repoPessoaJuridica) {

try {

System.out.println("F - Pessoa Fisica | J - Pessoa Juridica");

String prefixo = scanner.next();

repoPessoaFisica.recuperar(prefixo + ".fisica.bin");

repoPessoaJuridica.recuperar(prefixo + ".juridica.bin");

System.out.println("Dados recuperados com sucesso.");

} catch (IOException | ClassNotFoundException e) {

System.out.println("Erro ao recuperar os dados: " + e.getMessage());

}

}

}

# Conclusão:

1. O que são elementos estáticos e qual o motivo para o método main adotar esse modificador?

Elementos estáticos são aqueles que pertencem à classe em vez de instâncias individuais da classe. No contexto do método ‘main’, ele é estátco para ser acessado sem criar uma instância da classe, facilitando a execução do

programa.

1. Para que serve a classe Scanner?

É utilizada para obter entrada do usuário a partir do teclado, permitindo ler diferentes tipos de dados de entrada, como inteiros, strings, etc. tornando-se fundamental para interações entre usuário e programa.

1. Como o uso de classes de repositório impactou na organização do código?

O uso de classes promove uma organização modular e coesa para o código, separando as responsabilidades de gerenciamentos de tipos específicos de entidades, torando o código mais legível, de fácil manutenção e atualização, seguindo os princípios de encapsulamento e coesão, deixando a reutilização de código mais ágil, pois as operações relacionadas as entidades específicas estão contidas em suas próprias classes de repositório.